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Introduction

Chalice [3] is a programming language which has been created for research on automatic program verification for concurrency. In order to verify a Chalice program, it is translated into the intermediate languages Boogie [2] or SIL and then a verifier generates verification conditions from that intermediate code which are then passed to an SMT solver such as Z3 [1]. Building on the experience we gained with Chalice, we now want to translate Scala [6] to SIL, a modern blend of object oriented programming and functional programming with a powerful type system and support for the actor concurrency model. There exists a previous project by Rokas Matulis [4] which adds code contracts to Scala as a library and injects code during compile time to check them at runtime. The API of the contracts of that project should be reused for static checking.

Goal

The goal of this master’s thesis is to develop a program that translates a subset of Scala code that has been enriched with the aforementioned code contracts into SIL code, which can then be passed on to a verifier. The translator will be implemented as a Scala compiler plugin. The Scala code should be translated to the intermediate language SIL and from there on, the verification is equivalent to the verification of a Chalice program, so ideally, the existing verifier does not have to be changed. Supporting all Scala language features is beyond the scope of a master’s thesis, but at least the Chalice permission model [3], classes, methods (except higher order ones), an axiomatisation of the core parts of the type system (excluding existential types), constructors, loop invariants, predicates, variable and field assignments and termination checking for pure functions without loops should be supported.

Extensions

Possible extensions include actors, fork-join concurrency, threads, inheritance, more general termination checking, and checking that methods that are annotated as pure are actually pure. Another possible extension would be to support the higher order functions map, filter, foreach, forall, exists and find. Such functions are in general very hard to specify and verify [5], but are also very frequently used in Scala programs.
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